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ABSTRACT
In order to know whether FLOSS projects are performing well, researchers have studied the ability of these projects to both attract and retain contributors, and consequently, their turnover, that is, the exit of some contributors and the entry of others. However, most contributors accounted for turnover in FLOSS projects are not active and make one or two contributions per year, which can lead to inaccurate results. In this paper, we compute the turnover of 174 FLOSS projects for each year between 2015 and 2018, considering only core developers. We analyze how the Core Developers’ Newcomers and Leavers rates can influence the actionability of these projects, considering the time to fix issues and bugs, and the time to implement enhancements. We found out that 104 (59.7%) out of 174 projects have at least 30% turnover per year, 46 (26.4%) projects exceed 50%, and only 10 (5.7%) projects have less than 10% of annual turnover on average. We also found that projects owned by organizations have a higher Core Developer Turnover (CDT) rate than projects owned by individual users. The results show that the turnover of core developers increases with the size of teams, and it is notably higher in Ruby projects. Finally, we use the Core Developer Newcomers (CDN\textsubscript{rate}) and Leavers (CDL\textsubscript{rate}) rates to classify FLOSS projects as Attractive, Unattractive, Stable, Unstable. The results show that projects classified as Unstable (High Number of Core Developers Leavers and Newcomers) take a longer time to fix issues and bugs and to implement enhancements than other groups.
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1 INTRODUCTION
Nowadays, Free/Libre and Open Source Software (FLOSS) play an essential role for users and companies. As a substantial number of major software systems adopt FLOSS, there is a continuous concern about these projects’ health [1]. Typically, during the evolution of a software system, team members leave or change their role in the project, and new contributors join the team [2]. Mockus [3] analyzed developer turnover—which is based on the number of developers who leave a project and are replaced by new ones—on a large software project. He found that the arrival of a new contributor to a project has no impact on it. In contrast, leaving members harms the project performance and quality due to the loss of knowledge and experience.

In the FLOSS projects context, researchers also have studied how projects attraction and retention of contributors directly impact developer turnover. For example, Yamashita et al. [4] apply two metrics traditionally used in migratory studies in the United States (Magnet and Sticky) to evaluate projects’ ability to retain existing contributors as well as to attract new ones. They define Magnet projects as those that attract a large number of new contributors, while Sticky projects are those where a significant proportion of contributors keep making contributions over time (i.e., they are not a one-time contributor [5]). Similarly, Foucault et al. [2] investigate whether turnover is frequent in FLOSS projects and how it impacts the overall quality of those projects. The authors correlate leavers (developers who left the projects) and newcomers (developers who are new contributors) with the density of fixed bugs to determine the effects of turnover on software quality. Their results reveal that the attraction of new contributors to a project is a positive event, but newcomers’ activities negatively impact software quality.

However, these studies do not discard occasional contributors, i.e., developers who contribute with very few commits. According to Coelho et al. [6], most developers in FLOSS projects are not very active, and they usually contribute with one or two commits per year. Further, in some FLOSS projects, many developers have exactly one code contribution, called for Lee et al. [5] as One-Time code Contributor (OTC). Therefore, these occasional contributors may influence the findings of previous research on FLOSS turnover. For instance, studies that investigate the contributors turnover
usually use only two equal periods ($T_1 = T_2$) to analyze the arrival and the departure of contributors in a project. They also define a newcomer developer on a FLOSS project as a contributor who had at least one accepted contribution in $T_2$ and did not contribute in $T_1$. On the other hand, a developer leaver is a contributor who had at least one accepted contribution in $T_1$ and did not contribute in $T_2$. Thus, these occasional contributors in a short period may interfere on previous study findings, and consequently, the result may not represent the reality of the project.

In this paper, to tackle these threats, we investigate the turnover of 174 FLOSS projects between 2015 and 2018. In addition, we only consider core developers [7, 8] (contributors who are responsible for most important tasks in a software project such as design, implementation, and maintenance). Specifically, we are interested in answering the following research questions:

(RQ1) How common is core developer turnover in FLOSS projects?

Our results reveal that 104 (59.7%) out of 174 projects have at least 30% turnover per year, 46 (26.4%) projects exceed 50%, and only 10 (5.7%) projects have less than 10% of annual turnover rates on average.

(RQ2) How do team size, programming language, and project owner impact the turnover of core developers?

We found that projects owned by organizations have higher Core Developer Turnover (CDT) rate than projects owned by individual GitHub users. Our results also show that the core developers’ turnover increases along with the size of teams (it is notably higher in Ruby projects). The results do not show a statistically significant difference acceptance rate regarding older projects.

(RQ3) How stable are FLOSS projects regarding their rates of core developers newcomers and leavers?

To answer this RQ, we classified the projects into four turnover status groups: Attractive, Unattractive, Stable, and Unstable groups.

We detected 21 projects (12.0%) that follow the Unattractive project behavior (high leavers and low newcomers rate) and 69 projects (39.6%) that follow the Unstable project behavior (high newcomers and leavers rates). In contrast, 18 projects (10.3%) show Attractive project behavior (low rate of leavers and high rate of newcomers), i.e., projects which tend to increase their core team size. Moreover, 66 projects (37.9%) follow Stable behavior (low newcomers and leavers rates).

(RQ4) Does the core developers’ turnover impact the issue resolution time?

To answer this RQ, we analyze how each turnover status group (i.e., Attractive, Unattractive, Stable, and Unstable groups) affects the time to fix issues and bugs and to implement enhancements.

We found that projects classified as Unstable take a longer time to fix issues compared to other groups, nearly 66 and 48 days, respectively. Moreover, the time required to fix bugs in Unstable projects (127.29 days) is nearly twice as large as the period spent by Attractive projects (66.85 days). Finally, Unstable projects require more time to implement enhancements than other projects, nearly 212 and 169 days, respectively.

The remainder of this paper is organized as follows. Section 2 presents the heuristic we used to identify core developers, how we computed core developer turnover, and the project selection process to build our dataset. Our results are present in Section 3 and the implications of these results are discussed in Section 4. In Sections 5 and 6, we describe related work and threats to validity, respectively. Finally, Section 7 concludes our work and presents ideas for future work.

2 STUDY DESIGN

2.1 Core Developers Computation

Large OSS projects have hundreds of contributors, but they usually rely on a few ones to survive, which are called core developers [9, 10]. Core developers are responsible for the most important tasks in a project, such as design, implementation, and maintenance. Essentially, they manage and guide software evolution. In this paper, we use a Commit-Based Heuristic [7], which is commonly used to detect core developers [6, 11]. Particularly, we adopt a variation [6] of this heuristic to define the core team of a project. Initially, both heuristics [6, 7] compute the number of commits for each developer and then select the set of contributors who produce 80% of the total number of commits. Further, the customized heuristic [6, 7] discards, from the contributors set identified in the previous step, contributors who have less than 5% of the overall amount of commits.

2.2 Core Developers Turnover

We define core developer turnover as the rate in which core contributors leave a project in a certain period and the average number of contributors in that period. Figure 1 illustrates the steps we followed to compute the turnover of core developers on each studied project. For each year, we apply the heuristic on commits to compute the core team, e.g., Set B represents the group of core contributors of the $n$-th year. Finally, we calculate Core Developer Newcomers and Leavers rates.

Figure 1: Set A = core developers computed regarding the commits between $(n-2)$-th and $(n-1)$-th years; Similarly, Set B = core developers computed regarding the commits between $(n-1)$-th and $n$-th years.
Core Developers Newcomers Rate: Conceptually, new core developers are contributors who are not core members in a previous year (e.g., they are not in Set A) but who became core developers in the next year (e.g., they are in Set B), as seen in Figure 1. Then, the Core Developer Newcomers (CDN rate) for the n-th year is computed as follows:

$$CDN_{Rate}(n) = \frac{|CDN(n)|}{|Set B|} \times 100$$

where $$CDN(n) = Set B - Set A$$

Core Developers Leavers Rate: Conceptually, core developers leavers are contributors who were core member in a previous year (e.g., they are in Set A) but they did not contribute enough to remain as core developer in the next year (e.g., they are not in Set B). Then, the Core Developer Leavers (CDL rate) for the n-th year is computed as follows:

$$CDL_{Rate}(n) = \frac{|CDL(n)|}{|Set A|} \times 100$$

where $$CDL(n) = Set A - Set B$$

Finally, we rely on a well-known Human Resource Metric to compute the Core Developer Turnover (CDT) rate [12, 13]. To compute the monthly or annual turnover rate, the number of employees who left the company is divided by the average number of active employees in the evaluated period of time and multiplied by 100. The average number of employees is calculated by adding the number of active employees at the beginning of the period and the number of employees at the end of the period, and dividing the result by two. Similarly, to calculate the Core Developer Turnover (CDT) rate for the n-th year, we take the number of core developers in Set A and the number of core developers in Set B to compute the average number of core developers. Then, we divide the number of core developers in CDL(n) by the average number of active core developers as follows:

$$CDT_{Rate}(n) = \frac{|CDL(n)|}{\frac{|Set A| + |Set B|}{2}} \times 100$$

The Core Developers Newcomers help minimize the Core Developer Turnover rate since they are in Set B.

2.3 Dataset

First, we select five common programming languages on GitHub (Java, JavaScript, PHP, Python, and Ruby). Then, we select the top-50 most popular projects on GitHub for each language (total of 250 projects), ranked by stars. Finally, we applied some steps to discard projects from this initial selection:
(1) **Non-software projects**: First, we remove non-software projects, such as books (e.g., bitcoinbook/bitcoinbook), tutorials (e.g., winterbe/java8-tutorial), and awesome-lists (e.g., vinta/awesome-python). We also discard two projects having more than 50% of non-code commits (i.e., text and comments commits).

(2) **New Projects**: Our goal is to analyze core developer turnovers from 2015 to 2018. Therefore, since we need the set of core developers of 2014 to calculate the Core Developers Newcomers rate of 2015, we discard 60 projects that started after 2014.

(3) **Sparse Commits**: To compute core developers’ annual turnover, we rely on developers’ activities. For this reason, we discard eight projects without commits in the last six months (non-active projects) and two projects with less than 100 commits in total.

(4) **Small Team**: We remove projects with less than ten contributors since our goal is to investigate large OSS projects. Therefore, we discard three projects from our dataset.

Our dataset ended up with 174 open source projects, including popular projects, such as elasticsearch, selenium, node, react, angular, rails, jquery, django, and projects from popular companies, such as Google, Facebook, Netflix, and Alibaba. Figure 2 shows the distribution of the number of commits, contributors, stars, issues, bugs, and enhancements for the selected projects. The first quartiles are 1,670 for commits, 127 contributors, 9K stars, 936 issues, 31 bugs, and 34 enhancements, respectively. The outliers are omitted for better visualization. The main programming language on these projects are JavaScript (30 projects, 17.3%), PHP (44 projects, 25.5%), Python (28 projects, 16.2%), Ruby (41 projects, 23.7%), and Java (30 projects, 17.3%).

All data used in this study is available at: https://bit.ly/3cjnfOG

3 RESULTS

**(RQ1) How common is core developer turnover in FLOSS projects?**

To answer this RQ, we calculate annual developer turnover rates between 2015 and 2018. We decide not to adopt periods shorter than 12 months, as contributors may stop producing commits for some time (e.g., during their vacation or sick leave). Figure 3 shows ranges for \( \text{turnover}(P) \) values and the percentage of projects impacted by turnover on their team. As we can observe, most projects present a turnover rate between 30% up to 70%. Specifically, 104 out of 174 projects (59.7%) have at least 30% turnover per year, 46 projects (26.4%) exceed 50%, and only 10 projects (5.7%) have less than 10% of annual turnover rates on average.

According to the U.S. Bureau of Statistics\(^1\), the average employee turnover rate in the U.S. is about 12% to 15% annually. In contrast, we can observe in Figure 3 that the annual core developers turnover in FLOSS projects is substantially higher than the turnover rate reported by U.S. Bureau. This significant difference may suggest that core developers loose their motivations over time. Interestingly, on a survey reported by Coelho et al. [6], core developers reveal several barriers they face to contribute to a project (e.g., lack of time of the project leaders).

\(^1\)https://www.bls.gov/jlt/

(RQ2) **How do team size, programming language, and project owner impact the turnover of core developers?**

To answer this RQ, we explore the differences concerning distinct factors to analyze whether they can provide insights related to turnover. Figures 4 and 5 show Core Developer Turnover (CDT) rates computed according to project owner, programming language, team size, and project age dimensions. Regarding the team size factor, we intend to check the hypothesis that the bigger the team, the higher the chances of turnover. Regarding the project age factor, we intend to check whether older projects are more stable and therefore have less turnover. Finally, we use the project owner factor because projects owned by organizations might be more stable and have less turnover. The violin plot in Figure 4a shows CDT rates between projects whose owner is an organization and projects whose owner is an individual GitHub user. We compare the values of each factor between the selected projects. First, we evaluate the statistical significance of the difference between the two groups by applying the Mann-Whitney test. The violin plots in Figure 4a show a clear difference between organization and user projects. The CDT rate for organization projects is 36.67%, whereas user projects are 25.83%, considering the median values.
The third quartile values are 51.36% and 42.70% for organization and user projects, respectively. We use the one-sided version of the Mann-Whitney test (p-value < 0.02) to confirm these differences. A possible reason for this difference is that developers who work for projects owned by organizations can be paid to contribute, which is not common in projects owned by individual users [6]. That is, the motivation to contribute may cease when the developer no longer receives money for it.

Table 1 shows the average turnover per year of some well-known FLOSS projects owned by organizations. The mean turnover formula is: avg(CDT2015 + CDT2016 + CDT2017 + CDT2018).

As we can confirm, the values are usually high, ranging from 29.1% (django/django) to 61.4% (adobe/brackets). We found these numbers very interesting since they reveal that although many large software companies nowadays open source some of their internal projects, these projects are not immune to turnover. Indeed, turnover, in this case, is often higher than the one observed...
in individual projects, whose key developers tend, therefore, to keep contributing to the projects for a longer time.

Table 1: Mean Turnover Per Year of Some Well-Known FLOSS Projects

<table>
<thead>
<tr>
<th>Repository</th>
<th>Mean Turnover</th>
</tr>
</thead>
<tbody>
<tr>
<td>ADOBE/BRACKETS</td>
<td>61.4%</td>
</tr>
<tr>
<td>REACTIVEX/RXJAVA</td>
<td>55.9%</td>
</tr>
<tr>
<td>DOCKER/COMPOSE</td>
<td>46.4%</td>
</tr>
<tr>
<td>NODEJS/NODE</td>
<td>46.3%</td>
</tr>
<tr>
<td>RAILS/RAILS</td>
<td>39.5%</td>
</tr>
<tr>
<td>WordPress/WordPress</td>
<td>38.1%</td>
</tr>
<tr>
<td>ATOM/ATOM</td>
<td>39.0%</td>
</tr>
<tr>
<td>ANGULAR/ANGULAR.JS</td>
<td>36.8%</td>
</tr>
<tr>
<td>FACEBOOK/REACT</td>
<td>33.3%</td>
</tr>
<tr>
<td>DJANGO/DJANGO</td>
<td>29.1%</td>
</tr>
</tbody>
</table>

Next, we organized projects according to team size. We discard one-time-contributors and occasionally contributors as team members. For this reason, we do not include developers with at least 0.5% out of the total number of commits of the project. The percentage means that each developer needs to have at least ten commits (approximately), considering the first quartile of the total number of commits presented in Figure 2a. Similarly to Agrawal et al. [14], we adopt three team sizes:

- **Small teams**: number of developers < 10.
- **Medium teams**: number of developers ≥ 10 and < 20.
- **Large teams**: number of developers ≥ 20.

The violin plots in Figure 4b show turnover distribution according to the size of teams. We apply Kruskal-Wallis test to analyze the statistical significance of the difference between the team size groups. We can observe higher turnover rates for larger core teams, i.e., the probability of a core developer to join or leave a project increases along with the team sizes. Figure 4b also shows that the median turnover is 25% for projects with less than 10 members, while for projects with more than 20 members is 46.07% (Kruskal-Wallis chi-squared = 7.1978, df = 3, p-value = 0.06).

As shown in Figure 5a, we also evaluate the distribution of core developer turnover for five selected programming languages. We also use Kruskal-Wallis test to analyze the statistical significance of the difference between the groups of programming languages. We note that there is no significant difference concerning programing language, with exception for projects implemented in Ruby (Kruskal-Wallis chi-squared = 12.7, df = 4, p-value = 0.01).

Regarding the distribution of the turnover according to the projects’ age, we analyzed projects with at least five years (i.e., we discard projects created after 2014). We organized projects into four groups: i) projects younger than seven years, ii) projects ranging between seven and eight years old, iii) projects ranging between nine and ten years old, and iv) projects older than ten years. We also analyze the statistical significance of the difference between the groups by applying the Kruskal-Wallis test. The violin plots in Figure 5b show an increase in core developer turnover rates for older projects. In other words, the probability of a core developer entering or leave a project increases along with the project’s age. The median turnover is 30.89% for projects with less than or equal to 6 years, while for projects with more than 10 years is 48.36%. However, there is no statistical significance in this case (Kruskal-Wallis chi-squared = 7.1978, df = 3, p-value = 0.06).

Next, we organized projects according to team size. We discard one-time-contributors and occasionally contributors as team members. For this reason, we do not include developers with at least 0.5% out of the total number of commits of the project. The percentage means that each developer needs to have at least ten commits (approximately), considering the first quartile of the total number of commits presented in Figure 2a. Similarly to Agrawal et al. [14], we adopt three team sizes:

- **Small teams**: number of developers < 10.
- **Medium teams**: number of developers ≥ 10 and < 20.
- **Large teams**: number of developers ≥ 20.

The violin plots in Figure 4b show turnover distribution according to the size of teams. We apply Kruskal-Wallis test to analyze the statistical significance of the difference between the team size groups. We can observe higher turnover rates for larger core teams, i.e., the probability of a core developer to join or leave a project increases along with the team sizes. Figure 4b also shows that the median turnover is 25% for projects with less than 10 members, while for projects with more than 20 members is 46.07% (Kruskal-Wallis chi-squared = 7.1978, df = 3, p-value = 0.06).

As shown in Figure 5a, we also evaluate the distribution of core developer turnover for five selected programming languages. We also use Kruskal-Wallis test to analyze the statistical significance of the difference between the groups of programming languages. We note that there is no significant difference concerning programing language, with exception for projects implemented in Ruby (Kruskal-Wallis chi-squared = 12.7, df = 4, p-value = 0.01).

Regarding the distribution of the turnover according to the projects’ age, we analyzed projects with at least five years (i.e., we discard projects created after 2014). We organized projects into four groups: i) projects younger than seven years, ii) projects ranging between seven and eight years old, iii) projects ranging between nine and ten years old, and iv) projects older than ten years. We also analyze the statistical significance of the difference between the groups by applying the Kruskal-Wallis test. The violin plots in Figure 5b show an increase in core developer turnover rates for older projects. In other words, the probability of a core developer entering or leave a project increases along with the project’s age. The median turnover is 30.89% for projects with less than or equal to 6 years, while for projects with more than 10 years is 48.36%. However, there is no statistical significance in this case (Kruskal-Wallis chi-squared = 7.1978, df = 3, p-value = 0.06).

(RQ3) How stable are FLOSS projects regarding their rates of core developers newcomers and leavers?

We compute Core Developer Newcomers (CDNRate) and Leavers (CDLRate) rates for the 174 projects from 2015 to 2018. To visualize the relationship between core developers rates, we plot Core Developer Newcomers and Leavers rates for each project and divide the plot into four quadrants similar to Yamashita et al. [4]. We use the CDNRate and CDLRate medians as thresholds of the quadrants since the median is a more robust measure to outliers [15].

Figure 6 shows the distribution between rates of both core developers metrics. The quadrants are as follow:

- **Stable** (Low Number of Newcomers and Leavers): Projects which tend to maintain their core developers, i.e., they do not present high variation in the core team. Figure 6 shows these projects in the light green quadrant.
- **Attractive** (Low Number of Leavers and High Newcomers): Projects which tend to grow their core team. They keep most of their core developers but also attract new ones. Figure 6 shows these projects in the dark green quadrant.
- **Unattractive** (High Number of Leavers but Low Newcomers): Projects which tend to decrease their core team. They require special attention because they do not keep their core developers nor can attract new ones. Figure 6 shows these projects in the red quadrant.
- **Unstable** (High Number of Leavers and Newcomers): Although these projects successfully attract new core developers, they fail at keeping the existing ones. Figure 6 shows these projects which present an alert situation in the orange quadrant.

Figure 6 also shows that the median rates of newcomers and leavers core developers tend to be equivalent, 30.35%, and 31.25%, respectively. There are 21 projects (12.04%) in the red quadrant, in which the project is losing many core developers and is also having difficulties attracting new ones. Therefore, such projects are in an alert situation (e.g., we highlight CACHET, RXJAVA, and PHPEXCEL). On the other hand, only 18 projects (10.34%) are in the dark green quadrant, which is considered the best situation, where projects in addition to keeping their core developers are attracting new ones. Among them, we highlight the BREW and JERKULL.
In summary, Attractive and Unattractive projects represent 10.3% and 12.0% of the projects, respectively. On the other hand, most of the studied projects are classified as Unstable (39.6%) and Stable (37.9%).

**Figure 6: Distribution of core developer newcomers and leavers**

The orange quadrant, in which the project is losing many core developers but also attracting new ones, concentrates the higher number of projects, 69 (39.65%). Although projects in this quadrant succeed in attracting new core developers, the high rate of leavers can cause loss of knowledge and experience [3]. For example, we highlight freeCodeCamp, Paperclip, and RESQUE.

Finally, the green light quadrant concentrates 66 (37.93%) projects, in which projects do not attract new core developers but can keep their existing ones (e.g., REACT, DJANGO, and LARAVEL).

**RQ4** Does the core developers’ turnover impact the issue resolution time?

To answer this RQ, we analyze projects by turnover status groups (Stable, Attractive, Unattractive, and Unstable) to detect whether a particular group impacts the time to fix issues in general, bugs, and the time to implement enhancements.

**Elapsed Time to Resolve Issues:** In this analysis, we collect all solved issues (including issues labeled as bug and enhancements) for each project without taking into account labels, i.e., we do not select a particular type of issues (e.g., bug). The median number of days to solve an issue, considering all the 174 projects and all types of issues, is 55.4 days. Figure 7a shows violin plots with the elapsed time in days to solve issues for each turnover status group. We can note that the elapsed median time to solve issues is approximately 48 days for Attractive, Unattractive, and Stable projects. In this analysis, only for Unstable projects we found a significant statistical difference according to Kruskal-Wallis test. The median time to resolve issues on these projects is 66.85 days (Kruskal-Wallis chi-squared = 16.243, df = 3, p-value < 0.01).

**Elapsed Time to Fix Bugs:** For each project, we selected all solved issues labeled as bug to conduct this analysis. Figure 7b shows violin plots with the elapsed time in days to fix bugs for each turnover status group. As we can observe, Attractive projects tend to fix bugs faster than others, its median time is 66.85 days. Unattractive and Stable projects take approximately 90 days to fix their bugs. Compared to the Attractive projects, Unstable projects take substantially more time to fix bugs (the median time is 127.29 days). They reveal a significant statistical difference according to Kruskal-Wallis test (chi-squared = 16.119, df = 3, p-value < 0.01).

**Elapsed Time to Implement Enhancement Issues:** For each project, we select all resolved issues labeled as enhancement to conduct this analysis. The violin plots in Figure 7c show the number of days by the turnover status group. Although the median time reveals that Attractive projects take a substantially shorter time to conclude enhancement issues (120.9 days) compared to Unstable projects (212.05 days), the number of Attractive projects is very low, out of 95 of 174 projects that classify problems as Enhancements, only 9 (out of 95) are Attractive, which is not representative. Therefore, we could not obtain a statistically significant difference between the groups by applying the Kruskal-Wallis tests (chi-squared...
Unstable projects take a longer time to fix issues in general, bugs, and to implement enhancements. For issues, Unstable projects take 66 days to solve them, while other groups take approximately 48 days. For enhancements, Unstable projects take 212 days to implement them while other projects take 169 days. Finally, for bugs, Attractive projects tend to fix them faster (66.85 days), while the time required by Unstable projects is nearly twice (127.29 days).

Figure 7: Time to solve issues and bugs

4 DISCUSSION

According to Sami M. Abbasi and Kenneth W. Hollman [16], turnover is one of the most significant causes of declining productivity and sagging morale in both the public and private sectors. Many studies have shown that turnover is usual in software projects, including FLOSS projects. However, we argue that FLOSS projects require an evaluation of turnover in a particular way. In FLOSS projects, considering all contributors while calculating the turnover might be unfair, and existing studies do not discard occasional contributors. On the contrary, they usually consider one-time-contributors [5]. Thus, the distinguishing design contribution of our study is to focus only on core-developers.

Another contribution is the fact that turnover is investigated over time and not only considering two periods of time. For each project, we identified the set of core developers, from 2014 to 2018, and analyzed how these sets evolved over the years. Moreover, our framework classifies FLOSS projects as Attractive, Unattractive, Stable, and Unstable. This classification has practical value for project maintainers and clients since it reveals, under self-explained categories, the ‘stability’ of FLOSS projects’ key developers.

Before starting this research, we hypothesized that the turnover of core developers was not a regular event in FLOSS projects since these projects generally have few core developers. However, RQ1 results show that the turnover of core developers is usual, especially in older projects and projects owned by organizations, as shown in RQ2. Compared to the average employee turnover rate in the U.S. (12% to 15% annually\(^2\)), the core developer turnover rate of the studied projects is significantly higher (30% annually).

On the other hand, the arrival of new core developers can be crucial to oxygenating the team, and the departure can cause loss of knowledge and experience. Therefore, in RQ4, we analyze how these events can impact the actionability of FLOSS projects. For each project, we collected all issues from 2015 to 2018 as well as their respective labels. For each year, we analyzed the amount of opened and closed issues that allow identified that Unstable projects, with a high rate of leavers and newcomers, take more time to fix issues and bugs and to implement enhancements than other projects.

A limitation of our study resides in how we identify bugs and enhancements. We automatically identified bugs and enhancements, considering all issues that included the label “bug” as bugs and all issues that included the label “enhancement” as enhancements. Therefore, it is possible to have projects that use other labels to denote bugs and enhancements. Besides, not every project labels issues as bug or enhancement out of the projects we analyzed, 137 (78.7%) out 174 projects have issues labeled as bug, while 95 (54.5%) out 174 projects have issues labeled as enhancement.

Another limitation is that we do not consider that a developer who is no longer a core developer may have continued to contribute to the project in other ways or have been just a bit less active. For example, by conducting management activities or even contributing with commits, but occasionally.

\(^2\)https://www.bls.gov/jlt/
5 THREATS TO VALIDITY
In this section, we report threats to validity of this work, as follow:

- **External Validity**: The first concern is related to the generalization of our results. The study was applied on 174 active projects older than five years, implemented in different popular programming languages with hundreds of developers (the median number is 280.5 developers). Although we cover several variables that may impact our results, we may not generalize to other projects implemented in other languages, such as C and C++. However, our dataset is diversified in programming languages. In summary, 17.3% of the projects are implemented in JavaScript, 25.5% in PHP, 16.2% in Python, 23.7% in Ruby, and 17.3% in Java.

- **Internal Validity**: This threat relates to facets that may affect our experimental results. We assume that developers of a project are only those who apply changes in the source code. For this reason, we collected all commits and pull requests applied by them on the projects they contribute. However, developers may use other sources to contribute, such as bug-tracking systems and forums. These repositories could be considered in further work to detect core developers. Another threat refers to the thresholds to define the quadrants. As the mean is sensitive to the influence of outliers and skewed data, we use the median to tackle this threat.

- **Construct Validity**: A construct validity threat relates to the commit-based heuristic for core developer detection [6, 7, 11]. The customized metric [6], adopted in this study, assumes that the core team produces 80% of the total number of commits, and each core contributor should have more than 5% of the overall amount of commits. Therefore, we might not have included contributors who belong to the core team for having a number of contributions slightly different from our thresholds.

6 RELATED WORK
Employee turnover is a key concept in Human Resources (HR) metrics to measure talent loss in a company. This metric is centered on the number of employees who leave a company in a certain period of time and the average number of employees in that period. In the software industry context, companies are highly dependent on intellectual capital, and the negative impacts for each departure tend to be significantly high [17]. According to a turnover report in 2018 from LinkedIn, the software sector has the highest turnover rate at 13.2% on average (e.g., the computer games at 15.5% and user experience designers at 23.3%).

6.1 Turnover in Software Industry
Chatzipetrou et al. [17] conducted a study in an offshore vendor company to investigate whether employees retention is related to their experience and whether there is a threshold associated with the employees tendency to leave the studied company. They concluded that there is an association between employee retention and the time employees remain in the company. Almost 90% of the employees leave the company within the first year, while in the second year is 50%, revealing that two years is the retention threshold for the investigated company.

Similarly, Bass et al. [18] conducted a study to find out why turnover in offshore outsourcing teams is higher than offshore insourcing. They interviewed members of three organizations: a large outsourcing, an offshore software development laboratory, and a company with globally distributed teams. Their findings suggest an effect on employee motivation. The outsourcing company reported negative experiences (e.g., anti-social working hours), while the others reported positive experiences (e.g., work-life balance). They concluded that offshore outsourcing providers could reduce member turnover if they improve work-life balance and adopt more family-friendly employment policies.

In an attempt to tackle the high developers turnover problem in non-open-source companies, Bao et al. [19] analyze monthly reports from two IT companies. Their goal is to predict whether a developer will leave the company in his/her first year after being hired. In summary, they detected three main factors that could impact on developer departure: i) the content of task report, ii) the standard deviation of working hours, and iii) the standard deviation of working hours of team members in the first month.

6.2 Turnover in FLOSS Projects
In the FLOSS context, several studies investigate different problems, such as: project attractiveness for newcomers [8, 20], contributors turnover [2, 21], reasons developers abandon open source projects [22, 23], and reasons projects become unmaintained [24–26]. For example, Meirelles et al. [20] investigate the existence of relationships between source code metrics and the ability of projects to attract users and developers. Their findings reveal a correlation between some source code metrics with attractiveness. While authors analyze projects written in the C language, we select projects implemented in five different programming languages (Java, JavaScript, PHP, Python, and Ruby). Moreover, we analyze projects attractiveness with core developers newcomers and leavers.

Particularly, turnover has drawn attention since its impact may be even higher than in the software industry for having many contributors as volunteers. For example, Yamashita et al. [4] use population migration metrics to investigate migratory trends of developers in FLOSS projects. Specifically, they evaluate projects’ tendency to retain existing contributors and attract new ones. Their findings show that most subject projects tend to retain more contributors than to attract new ones.

Foucault et al. [2] investigate whether turnover is an important factor in OSS projects and how it can impact the quality of these projects. The authors define metrics to measure external and internal turnover. Based on these metrics, they analyze newcomers and leavers (external turnover) and developers role changes within the project (internal turnover). Their results reveal that the studied projects have a high turnover. They also find that external turnover impact negatively on the quality of projects modules. However, their study focuses on all contributors of FLOSS, whereas, in this paper, we study only the turnover of key developers, also known as core developers. On the other side, Sharma et al. [21] explore the impact of developer and project variables on developer turnover.
rates. They build a turnover behavior model to investigate factors that may lead developers to become inactive and may impact developer turnover rates. Their findings reveal that developer role (based on the type of commit changes applied in the project), past activity, project age, and project size are major predictors of turnover rates. In our work, we use developer role, project age, and past activities variables to investigate developer turnover. By contrast, we evaluate the developer role variable from a different perspective, i.e., we only consider developers who are core members in the project. Moreover, in our study, we include additional variables not evaluated by the authors [21], such as team size, project owner, and issue reports.

Nonetheless, most FLOSS contributors are not very active and they usually make one or two commits per year [6]. The aforementioned studies take into account all commits to compute turnover, which may affect their results, i.e., they may not represent the projects’ reality. In contrast, our metrics are centered on core developers to analyze turnover in FLOSS projects.

7 CONCLUSIONS

In this paper, we select 174 FLOSS projects and computed its Core Developer Turnover (CDT) rate for each year between 2015 and 2018. We propose four research questions to evaluate CDT rates, factors that may impact CDT, a framework to classify FLOSS projects according to the turnover status group, Attractive, Unattractive, Stable, and Unstable, and how these turnover status groups impact the issue resolution time of projects. Our principal findings are as follows:

- Core developers’ turnover is a frequent event in FLOSS projects, and it tends to be higher in Ruby projects.
- Projects owned by organizations have a higher Core Developer Turnover (CDT) rate than projects owned by individual users.
- Core developers’ turnover increases for large teams.
- Attractive projects tend to fix bugs faster, while Unstable projects take a significantly longer time to fix them (around twice in number of days).

As future work, we plan to compare the workload of older Core Developers with Core Developers Newcomers. Is the Newcomers productivity equivalent to the existing Core Developers? We also intend to compare whether Core Developers Leavers continued to contribute to the project in other ways, such as in management activities or even contributing with commits, but occasionally. Finally, an interesting study is to predict when a core developer will leave a FLOSS project.
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